
Abstract—Quantum Computing (QC) is a fast-growing field that has enhanced the emergence of new programming languages and frameworks. Furthermore, the increased availability of computational resources has also contributed to an influx in the development of quantum programs. Given that classical and QC are significantly different due to the intrinsic nature of quantum programs, several aspects of QC (e.g., performance, bugs) have been investigated, and novel approaches have been proposed. However, from a purely quantum perspective, maintenance, one of the major steps in a software development life-cycle, has not been considered by researchers yet. In this paper, we fill this gap and investigate the prevalence of code smells in quantum programs as an indicator of maintenance issues.

We defined eight quantum-specific smells and validated them through a survey with 35 quantum developers. Since no tool specifically aims to detect quantum smells, we developed a tool called QSmell that supports the proposed quantum-specific smells. Finally, we conducted an empirical investigation to analyze the prevalence of quantum-specific smells in 15 open-source quantum programs. Our results showed that 11 programs (73.33%) contain at least one smell and, on average, a program has three smells. Furthermore, the long circuit is the most prevalent smell present in 53.33% of the programs.

Index Terms—Quantum computing, Quantum software engineering, Empirical study, Quantum-specific code smell

I. INTRODUCTION

Quantum Computing (QC) is a fast developing field that has the potential to solve computational problems in areas such as cryptography, computational physics, and machine learning [1, 2, 3] that were deemed intractable by classical computing [4]. Due to such potential, private companies, universities, and government labs worldwide have heavily invested in QC. As a result, the field of QC has seen a sequence of rapid scientific and engineering advancements and an influx in the development of new programming languages and frameworks [4, 5].

For instance, languages such as Q# by Microsoft and frameworks such as Qiskit by IBM or Cirq by Google have allowed practitioners to quickly develop more complex Quantum Programs (QPs). Since there is an increasing availability of universal quantum devices via Quantum-as-a-Service (QaaS) [6, 7], continuous monitoring in the form of performance improvement, mandatory upgrades, testing & debugging, and fixing bugs is necessary to ensure the quality of any QP [8, 9, 10, 11, 12, 13, 14, 15].

Along with the aforementioned activities, maintenance of QPs is required to ensure their continuous availability. Research in classical software has shown that maintenance can be hindered by poor design and implementation choices due to developers’ lack of experience and skills [16, 5]. Also, the programming practices in an emerging field like QC are evolving, and the related libraries and frameworks are undergoing significant revisions, making that QPs are mostly consisting of code that patches together the program. This led us to believe that it is high time for the software engineering research community to investigate techniques that can proactively help maintain QPs before these problems become widespread. To the best of our knowledge, the software engineering research community has not investigated the maintenance of QPs from a purely quantum perspective.

Prior research investigated indicators of maintenance issues (in particular, code smells) and methods to identify and quantify their impact on classical software [17, 18, 19, 20, 21, 22, 23, 24, 25, 26, 27, 28, 29, 30]. Openja et al. [31] have recently studied the presence of generic smells in QC projects. However, none of these works focus on quantum-specific smells and therefore only provide a partial picture of code smells in QC.

Classical and quantum computing are significantly different due to the intrinsic nature of QPs and their ability to have multiple possible states in superposition at the same time [32]. Moreover, quantum logic is more complex than classical logic, which makes the synthesis of quantum circuits more challenging both in the algorithmic design process and during implementation [32]. Hence, we posit that defining code smells specific to QPs is essential. To the best of our knowledge, no one has yet investigated the prevalence of quantum-specific smells in QPs, prompting us to ask:

RQ1: How do practitioners perceive quantum-specific code smells?

RQ2: What is the prevalence of quantum-specific code smells in quantum programs?

To answer RQ1, we first identified eight quantum-specific smells extracted from the best practice in QC [33]. Then, and to shed some light on the perceptions of real-world developers’ on the impact of these smells, we surveyed developers that have contributed to quantum open-source projects to assess their opinion on the set of quantum-specific smells. To answer RQ2, we built QSMELL, a tool to detect the eight quantum-specific smells in QPs. Finally, using the tool, we performed an empirical study on the prevalence of code smells in 15 QPs. The significance of our contribution is manifold:

• A catalog of eight novel smells tailored for quantum programs.

The significance of our contribution is manifold:
• A novel tool (coined QSMELL\(^1\)) that automatically identifies whether a quantum-specific smell occurs in a given quantum program written in the Qiskit’s full-stack library.
• An empirical evaluation of the prevalence of quantum-specific smells in 15 quantum programs.
• A detailed discussion on the implications of our findings in future research on quantum computing.
• A replication package of our study for others to use available in the accompanying supplementary material (on hotcp) and will be open-sourced upon acceptance.

II. RELATED WORK

Code smells were introduced by Fowler [18] to describe the design and implementation flaws in source code. These flaws do not necessarily make the software behave incorrectly or crash but make it harder to understand and maintain [27].

**Generic Code Smells:** Researchers have deeply investigated the impact of generic code smells in classical programs, e.g., how code smells impact fault-proneness and change-proneness [26, 27, 34], code smells’ impact on maintainability [35, 36, 28, 29, 30], when and why code smells are introduced [20], and how code smells evolve over time [21, 22, 23, 24]. Openja et al. [31] have recently studied the presence of technical debts, i.e., generic smells and coding errors, in QC code. Their results showed that 80% of the technical debts are related to code smells, and more than half of technical debts are classified with major severity, implying that those debts have a high impact on developers’ productivity.

**Domain-specific Code Smells:** Besides studies on generic smells, researchers have also been developing and studying domain-specific code smells. For example, code smells for deep learning systems [19, 37], SQL [38], and security code smells for infrastructure as code scripts [39]. Due to the unique characteristics of QC code vs. classical software, we foresee that a domain-specific set of code smells for QC is required (as it has been for other specific domains) as a proxy to assess, e.g., long-term maintenance issues on QPs. This paper aims to fill the gap by proposing eight novel quantum-specific code smells. Furthermore, this paper is also the first to conduct an empirical analysis regarding the prevalence of quantum-specific code smells in QPs.

**Code Smells Tools:** Several techniques that include metric-based, machine learning-based, history-based, textual-based, search-based, and static analysis (the most popular) have been developed to detect generic code smells [35, 36, 40, 41, 42, 43, 44, 45, 46]. Since our work focuses on identifying code smells in QPs written in Python, we briefly discuss the code smell detection tools developed for Python. Omari et al. [47] and Bafatakas et al. [48] used PyLint to analyze Python code smells. Chen et al. [49] investigated the detection and prevalence of code smells using a tool named PySmell, which has been validated by others [19]. To the best of our knowledge, no tool aims specifically at identifying quantum-specific code smells in QPs. Our tool, QSMELL addresses this gap.

\(^1\)QSMELL is available at URL redacted for anonymity.

III. QUANTUM-SPECIFIC CODE SMELLS

In this section, we first describe the methodology to derive quantum-specific code smells for QC (Section III-A), followed by the definition and a motivational example of each code smell (Sections III-B to III-D), and we finally answer RQ1 on how practitioners perceive code smells in Section III-E.

A. Mapping Best Practices to Code Smells

To derive the set of quantum-specific smells in QC, we qualitatively analyzed the best practices proposed by Google Cirq’s team [33] and categorized them into: *Running a circuit in hardware*, *Inefficient circuits*, and *Erroneous circuits*. Then, three authors of the paper independently identified a code smell that violates a corresponding best practice. For example, one of the best practices mentioned in the sub-section “Using Circuit Operation to reduce circuit size” in [33]:

*Particularly large batches (or sweeps) of circuits may encounter errors when sent to Quantum Engine due to an upper limit on request size. If the circuits in question have a repetitive structure, cirq.CircuitOperations can be used to reduce the request size and avoid this limit.*

The recommendation is not to use a “repetitive structure” in the quantum circuit to avoid hitting the request size limit. The code smell is therefore, the use of repetitive structure (e.g., operations or sets of operations). Table I shows the mapping of each smell and the corresponding best practice. To ensure the reliability of the mapping, each smell underwent an agreement process, and in case of uncertainty and disagreement, we discussed it until we reached a consensus. We finally ended up with a set of eight code smells. We call the reader’s attention to the fact that the smells we propose are generic best practices and therefore can be considered and implemented for any quantum framework including, for example, Cirq, Qiskit, or Forest. In this paper, we, however, focus mainly on programs written in Qiskit as it is one of the most frequently used frameworks in research [13, 15, 50, 51, 52, 53] and the most popular quantum framework [54]. The following subsections explain each quantum-specific smell in detail.

In order to have a uniform drawing representation of each quantum circuit used in the remaining of the paper, we opt to present the transpile [55] version of each circuit. Transpilation is the process of converting a given quantum circuit into instructions supported by current quantum devices.

B. Running a circuit in hardware

1) Usage of Customized Gates (CG): Quantum frameworks are very versatile and allow one to define and run customized gates unavailable in the framework. It has been, however, recommended that developers should only use built-in gates for two reasons. First, before running the quantum circuit, any customized gate must be converted into a sequence of built-in gates that often require more operators than equivalent solutions consisting exclusively of built-in operators. Second, customized gates (not optimized by design as built-in gates) increase the probability of circuit errors. Thus, the recommendation is to avoid the usage of customized gates.
Table I: Brief summary of the proposed quantum-specific smells. We opt to rename of the best practices to better fit the proper description of the (quantum) smell obtained from that practice.

<table>
<thead>
<tr>
<th>Best Practice [33]</th>
<th>Smell Name</th>
<th>Acronym</th>
<th>Summary</th>
<th>Section</th>
</tr>
</thead>
<tbody>
<tr>
<td>“Getting a circuit to run on hardware”</td>
<td>Usage of Customized Gates</td>
<td>CG</td>
<td>Any customized gate is decomposable into built-in operators of the framework. This decomposition requires a substantial higher number of operators when compared to the equivalent solution made exclusively of built-in operators.</td>
<td>III-B1</td>
</tr>
<tr>
<td>“Using Circuit Operation to reduce circuit size”</td>
<td>Repeated set of Operations on Circuit</td>
<td>ROC</td>
<td>Due to technological and physical limitations, the number of operations one can pass to a quantum computer is limited, therefore the circuit implementing the whole algorithm should be prepared in such a way that the number of sequential repeated set of operations to be performed is the least possible.</td>
<td>III-B2</td>
</tr>
<tr>
<td>“Use sweeps when possible”</td>
<td>Non-parameterized Circuit</td>
<td>NC</td>
<td>Real devices work in a shared policy. To reduce communication payloads and avoid queuing for different initial values, the circuit should be designed parametrically to allow the different initial values to be provided at once.</td>
<td>III-C1</td>
</tr>
<tr>
<td>“Short gate depth”</td>
<td>Long Circuit</td>
<td>LC</td>
<td>Unitary gates and measurements are prone to errors (specially due to quantum noise). The higher the depth of the circuit and/or wider the circuit, the higher is the probability of affecting a quantum circuit’s intended behavior.</td>
<td>III-D1</td>
</tr>
<tr>
<td>“Terminal Measurements”</td>
<td>Intermediate Measurements</td>
<td>IM</td>
<td>Measurements affect the state of the entire system, making it prone to more errors. Therefore, measurements should be postponed to be the very last operation on the circuit to avoid error propagation.</td>
<td>III-D2</td>
</tr>
<tr>
<td>“Keep qubits busy”</td>
<td>Idle Qubits</td>
<td>IdQ</td>
<td>With current technology it is only possible to ensure the correctness of a state for very short periods of time. Having idle qubits for too long enhance the loss of quantum information that may jeopardize the results of a quantum circuit. Hence, initially one should keep it in its ground state (i.e., in state $</td>
<td>0\rangle$) as long as possible.</td>
</tr>
<tr>
<td>“Delay initialization of qubits”</td>
<td>Initialization of Qubits differently from [0]</td>
<td>IQ</td>
<td>Keeping the coherence of a quantum excited state is technologically difficult.</td>
<td>III-D4</td>
</tr>
<tr>
<td>“Qubit picking”</td>
<td>No-alignment between the Logical and Physical Qubits</td>
<td>LPQ</td>
<td>The topology of real qubits impacts the circuit behavior, i.e., the results obtained from the circuit can change according to the physical qubits configuration. Therefore, not aligning the logical qubits to the proper physical qubits may lead to less accurate results.</td>
<td>III-D5</td>
</tr>
</tbody>
</table>

Consider the example presented in Listing 1 illustrating a possible customized implementation of a Toffoli gate [56] which leads to the circuit represented in Figure 1 and its corresponding transpiled version in Figure 2a.

```
from qiskit import QuantumCircuit, transpile
1
2
3
4
5
6
7
8
9
10
11
12
13
from qiskit import QuantumCircuit
qc = QuantumCircuit(3)
qc.append(hadamard.h(0))
measureQubit = QuantumCircuit(1, 1, name='M')
measureQubit.measure(0, 0)
qc.barrier()
qc.append(measureQubit, [j], [j])
+ qc.ccx(0, 1, 2)
```

Detection: A program is said to have this smell if its NC metric value is greater than or equal to 1.

2) Repeated set of Operations on Circuit (ROC): Due to hardware limitations, the number of gates that one can send to real devices is limited [60]. Hence, when preparing a circuit to run on a quantum computer, one should minimize the set of instructions using built-in operators such as repeat [61]. This operator allows to reduce the circuit size and preserve its structure when serialized (e.g., when it is sent to a backend to be executed on a real quantum computer). Consider the example in Listing 2, which leads to the circuit represented in Figure 3, where the for loop (lines 7-12) contains a set of operations sent to the device in each iteration. This drastically increases the circuit’s size (18 operations in total). On the other hand, the use of the repeat [61] operator avoids the repetitions of the operations in the circuit and produces an equivalent circuit three times smaller.

```
from qiskit import QuantumCircuit
qc = QuantumCircuit(3, 3) # 3 Quantum and 3 Classical registers
hadamard = QuantumCircuit(1, name='H')
hadamard.h(0)
measureQubit = QuantumCircuit(1, 1, name='M')
measureQubit.measure(0, 0)
for i in range(3):
    for j in range(3):
        qc.append(hadamard, [j])
        qc.append(measureQubit, [j], [j])
qc.barrier()
+ qc.repeat(3)
```
**C. Inefficient execution of a circuit**

1) **Non-parameterized Circuit (NC):** In QP, it is typical to run a circuit several times, each time with different parameters. Therefore, it is recommended to minimize the number of times instructions and results are communicated between the backend and the client. This can be achieved by binding the values to the circuit as parameters and run the circuit, containing all values only once in the backend. Doing so reduces the payload associated with the number of communications between the backend and the client, which makes the process more efficient. Furthermore, a positive side-effect of avoiding this smell is reducing compilation time [62].

Listing 3 (adapted from [63]) shows an example of optimizing the execution of circuits with real quantum devices through a parameterized circuit. Instead of initializing the circuit with different values of theta and sending each circuit to the backend, we can bind theta values to the circuit as parameters and run this circuit, containing all values only once in the server backend. For QPs written in Qiskit, for example, to evaluate the existence of this smell, one can identify the number of methods that specifically run the code in a real quantum device, e.g., run [64] or execute [65].

Listing 3: Example of a program to compute results of a circuit depending on a parameter value theta. Smelly lines are highlighted in red and alternative smell-free lines are highlighted in green.

```python
from qiskit import QuantumCircuit, Aer
from qiskit import transpile
from qiskit.circuit import Parameter

# Non-parameterized Circuit
theta = Parameter('theta')
def init_circuit(theta):
    qc = QuantumCircuit(5, 1)
    qc.h(0)
    for i in range(4):
        qc.cx(i, i+1)
    qc.measure(i, i)
    return qc

theta_range = [0.00, 0.25, 0.50, 0.75, 1.00]
for theta_val in theta_range:
    qc = init_circuit(theta_val)
    job = backend.run(qc)
    result = job.result().get_counts()

# Parameterized Circuit
from qiskit import transpile
from qiskit.circuit import Parameter

# Parameterized Circuit
theta = Parameter('theta')
def init_circuit(theta):
    qc = QuantumCircuit(5, 1)
    qc.h(0)
    for i in range(4):
        qc.cx(i, i+1)
    qc.measure(i, i)
    return qc

theta_range = [0.00, 0.25, 0.50, 0.75, 1.00]
for theta_val in theta_range:
    qc = init_circuit(theta_val)
    job = backend.run(qc)
    result = job.result().get_counts()
```

**Metric:** Number of calls to execution methods such as run [64] or execute [65] minus the number of calls to the bind_parameters [66] method.

**Detection:** A program is said to have this code smell if its NC metric value is greater than or equal to 1. In other words, if the number of calls to execution methods such as run or execute is higher than the number of calls to the bind_parameters method. For example, a program that calls twice the run method and once the bind_parameters method is said to have this smell.

D. **Erroneous circuits**

1) **Long Circuit (LC):** Unitary gates in quantum circuits and measurement devices are prone to errors due to imperfections in the devices and especially due to noise [67]. Although quantum hardware is becoming more accurate, it still has significant error rates [60]. Therefore, if the circuit has high depth (i.e., a high number of gates applied to the same qubit) and/or high width (i.e., gates applied simultaneously to a high number of qubits), then the result of the execution of such circuit might be incorrect as the total amount of error may be too high.

Listing 4 illustrates a very well-known identity example within the quantum community related to Pauli operators, $HZH = X$, which is applying a not operation to a qubit that can be used to simplify the circuit (see [68] for more details). The sequence of gates Hadamard [69], Pauli-Z [70], and Hadamard [69] (lines 3-5) can be described solely by a Pauli-X [71] gate (line 6). This example illustrates the possibility of reducing the number of circuit operations.
Metric: Likelihood of a circuit not having any error as \((1 - \text{error})^{1/2}\), whereas error is the maximum error of any active gate of the real device that is used to run the circuit and \(l\) is the maximum number of operations in any qubit and \(c\) is the maximum number of parallel operations in the circuit. For example, in August 2022, the maximum error value on IBM’s Kolkota quantum machine was 0.03512.

Detection: A program is said to have this code smell if its LC metric value is lower than a threshold value. In other words, the lower the value, the more likely the quantum circuit’s output is to be incorrect. Although in practice (see Section V-B) we observed that quantum programs have a median LC value of 0.39 and an average of 0.43, the majority of the results are incorrect because they are not producing accurate results. In order to be possible to run the circuit multiple times to get some valid results (for example, using majority voting [72] as a reasonable validation rule), we need to have a threshold of at least 0.50 (i.e., 50%). Hence, any program with a LC metric value lower than the threshold (i.e., 0.50) is considered smelly.

2) Intermediate Measurements (IM): Observing (i.e., performing a measurement) a qubit among several qubits used in a circuit has an impact on the state of the remaining qubits (specially if the operations entangle the measured qubit with other ones). These interactions with the physical hardware containing the quantum information may introduce undesirable errors. In quantum computation, there exists a principle called the deferred measurement principle that allows the construction of a circuit that is equivalent to the original circuit but where all the measurements are postponed to the very last operation in the circuit (see Section 4.4 of Reference [68] for a detailed description of this principle). This principle applied in practice means one can postpone the measurements to the last moment of the circuit execution. Therefore, a circuit should avoid intermediate measurements and alternatively should be designed to measure all qubits with a single gate or by adding the measurement gate after all optimizers have run, i.e., as the last operation of the circuit.

Listing 5, which leads to Figure 4, is presented the code to implement two truly random bits. The smelly code contains an intermediate measurement in line 11 and then immediately applies the Hadamard [69] operation (line 12) to one of the qubits that was measured (i.e., the first qubit). To avoid having this intermediate measurement, one can, for example, simulate the behavior of the intermediate measurement by storing the result in the second qubit by applying a C-Not (line 9) involving qubit 0 and qubit 1 and then undoing the Hadamard and then measuring the qubit 1. Notice that one can keep the original state of the first qubit by also simulating the final measurement (line 12) by applying a C-Not (line 10) involving qubit 0 and qubit 2 and then measuring the qubit 2.

Listing 5: Example of a circuit to compute two random bits with an intermediate measurement (smelly) highlighted in red and its equivalent smell-free version highlighted in green.

```
from qiskit import QuantumCircuit
qc = QuantumCircuit(1)
qc.h(0)
qc.x(0)
qc.x(0)
qc.z(0)
qc.h(0)
qc.x(0)
```

Metric: Number of non-terminal measurements.
Detection: A program is said to have this code smell if its IM metric value is greater than or equal to 1.

3) Idle Qubits (IdQ): With current technology, keeping the quantum information in its correct state is only possible for a short period [60]. Therefore, the lifetime of a qubit is limited and being idle leads to dephase and decoherence, which leads to a decrease of accuracy of the results. To avoid this problem, if some qubit is idle for a long period of time, one should apply twice an idempotent operator like a Pauli Y-gate to force the qubit to be active and keep its coherence. Notice that if we apply the operator Y twice to a qubit, it is the same as applying the identity operator (idempotent), i.e., the operator that leaves the qubits as they are.

Listing 6 represents a circuit involving several operations (Hadamard, Pauli-Z, Phase rotations) over a few qubits. It first applies the Hadamard operator (in Figure 5, this operator is shown by its general representation \(U_2(\phi, \lambda)\) [73] with \(\phi = 0\) and \(\lambda = \pi\) where \(U_2\) is a X + Z axis rotation) to all the qubits (line 6) and then, after all the remaining operations are done, measures all the qubits at the end (line 23). For example, the number of operations between the last unitary operation applied to the 1st qubit (line 6) and the final measurement (line 23) is 8. So, by the time the quantum computer measures the 1st qubit, its state may have been changed. On the other hand, in the smell-free version, the measurement is done right after all the operations involving...
the 1st qubit. Figure 5 shows the smelly and smell-free circuits after fixing the IdQ smell.

Listing 6: Example of a circuit with idle qubits (smelly) highlighted in red and its equivalent smell-free version highlighted in green.

```python
from qiskit import QuantumRegister, ClassicalRegister, QuantumCircuit
from numpy import pi
qreg_q = QuantumRegister(3, 'q')
creg_c = ClassicalRegister(3, 'c')
qc = QuantumCircuit(qreg_q, creg_c)
qc.z(qreg_q[0])
qc.p(pi / 2, qreg_q[0])
qc.h(qreg_q[0])
qc.barrier()
qc.z(qreg_q[1])
qc.measure(qreg_q[1], creg_c[1])
qc.barrier()
qc.z(qreg_q[2])
qc.p(pi / 4, qreg_q[2])
qc.measure(qreg_q[2], creg_c[2])
qc.barrier()
qc.measure(qreg_q[0], creg_c[0])
qc.measure(qreg_q[1], creg_c[1])
qc.measure(qreg_q[2], creg_c[2])
```

Metric: Maximum number of circuit operations between one operation using a qubit and the subsequent operation where that qubit is used again.

Detection: A program is said to have this code smell if its IdQ metric value is higher than a threshold value. The exact threshold calculation mechanism is explained in Section V-B.

4) Initialization of Qubits (IQ): It is known that qubits in an equilibrium state, usually |0⟩, are more robust than qubits in an excited state, usually |1⟩ or a uniform superposition \(\frac{1}{\sqrt{2}}(|0⟩ + |1⟩)\). From a practical point of view, this means that a qubit in its initial state |0⟩ may be accurate for longer than in any other state. Therefore, if any qubit needs to be set to a particular initial state, this should only happen before a gate is applied to it. In other words, if a qubit is initialized at the beginning of the circuit but a gate is only applied to that qubit after several other gates were applied to other qubits, the intended state of the first qubit might no longer be the expected one. The smell IQ differs from the smell IdQ since the former only refers to the difference between the first and the second time a qubit is used, and therefore one can consider it a particular case of IdQ.

We use Listing 6 once more to illustrate the smell. Notice that the Hadamard operation initializes the 3rd qubit in line 6. However, this qubit, is only used again in line 19, which corresponds to 7 operations distance between initialization and actual use. As in the previous smell description, by the time the quantum computer performs the second operation on the 3rd qubit, the state of that qubit may have already changed. On the other hand, in the smell-free version, the first Hadamard is applied right before the operations involving the 3rd qubit are performed.

Metric: Maximum number of operations performed in the circuit between the initialization of any qubit (usually the first operation applied to the qubit) and the second operation applied to the same qubit.

Detection: A program is said to have this code smell if its IQ metric value is higher than a threshold value.

5) No-alignment between the Logical and Physical Qubits (LPQ): The design of quantum memories with current technology has asymmetries among the qubits. This means that the geometry of physical qubits, their interaction, and their readout error affect the results. As stated in Qiskit’s documentation [74] “the choice of initial layout can mean the difference between getting a result, and getting nothing but noise”. Therefore, depending on the device that the code is executed on, choosing which physical qubit should be picked for which logical qubit in the code/circuit is an essential operation to achieve more accurate results. For example, in Qiskit, this can be achieved by using the parameter `initial_layout` in the transpile method [55].

The smelly version in Listing 7 transpiles the circuit using a default layout. However, one could configure her layout to produce the most efficient results and a smell-free version. To do so, one can pass a list of integers to `qiskit.compiler.transpile()` via the `initial_layout` keyword argument, where the index labels the virtual qubit in the circuit and the corresponding value is the label for the physical qubit to map onto. For example, mapping virtual qubits 0, 1, and 2 to physical qubit 3, 4, and 2 (as described in line 11).

Listing 7: Example of a circuit that does not properly align logical and physical qubits represented with lines colored in red and its equivalent smell-free version represented with lines colored in green where a explicit correspondence between logical and physical qubits is provided as a initial layout.

```python
from qiskit import QuantumCircuit, transpile
from qiskit.providers.fake_provider import FakeVigo
backend = FakeVigo()
qc = QuantumCircuit(3, 3)
qc.h(0)
qc.cx(0, range(1, 3))
qc.barrier()
qc.measure(range(3), range(3))
qc = transpile(qc, backend)
* qc = transpile(qc, backend, initial_layout=[3, 4, 2])
```

Metric: Number of calls to the transpile method without the parameter `initial_layout` set.

Detection: The transpile method is invoked by Qiskit by default. In that case, the choice of mapping depends on the properties of the circuit, the target device, and the chosen optimization level. However, we identify a program have this code smell if the transpile method is explicitly invoked and our calculated LPQ metric value is greater than or equal to 1.

E. RQ1: How do practitioners perceive quantum-specific code smells?

1) Subjects: To validate our defined code smells, we surveyed a larger population of quantum developers. We focused on quantum developers who had contributed to the curated set of 21 active quantum projects (the detailed process of curating
this list of projects is explained in Section V-A). We used the GitHub API [75] to mine contributor emails from these 21 projects. After removing emails of accounts that were no longer active, we were left with 470 developer email addresses.

2) Survey: Our survey comprised 16 questions, a mix of multiple-choice and open-ended questions, which can be found in the accompanying supplementary material in survey/survey-doc.pdf. The survey included demographic questions and participant experiences with quantum programming. Then, we showed the participants a quantum code snippet and its circuit draw and asked them to assess whether the snippet was affected by a specific code smell. We asked one question per code smell (a total of eight), and at the end, we asked about participants’ perceptions of the severity of these code smells. We conducted three pilot studies with graduate students and professionals with quantum experience. After each pilot study, we collected feedback and refined the survey based on the feedback.

3) Procedure: We used Qualtrics [76] as a distribution platform to deploy our survey. We emailed the survey to 470 developers (following university-approved IRB protocol), and 5 emails bounced (giving 465 valid emails). The survey was open for two weeks, during which we received 35 responses or a response rate of 7.53%. These response rates are consistent with other studies in software engineering [77]. We quantitatively analyzed the closed-ended questions to understand developers’ perceptions of the definition and example of the shown code smells.

4) Results: Most of our respondents had 2 to 20 years of programming experience. In addition, the participants had 1 to 5 years of quantum programming experience, with a median of 2 years of quantum programming experience.

Table II reports the percentage of participants that agreed, disagreed, or did not know whether a shown example was affected by a quantum-specific smell. On average, 52.50% of all participants agreed that each shown example was affected by a quantum-specific smell. Contrary to the authors of this paper that derived the quantum-specific smells, 1/4 of all participants did not agree on CG and nearly 1/3 on IM. Regarding the CG smell, one participant that did not agree mentioned that

“Using customized gates may be the only possible route for some applications, but if you have a better construction, that should be used, of course.”

Regarding the IM smell, one participant mentioned that

“...
other functions. For example, in Listing 3 (lines 8-9), a static analysis approach will not be able to detect to which qubit is applied the cx gate. The metrics for the other smells, i.e., NC and LPQ, which do not rely on the quantum circuit but the actions performed on the circuit, e.g., calls to methods that are not part of a quantum circuit object (e.g., transpile, or Qiskit backends’ methods) cannot be computed with the same dynamic analysis and are therefore computed using static analysis.

1) Dynamic Analysis: To perform a dynamic analysis on a QP, QSMELL takes as input an execution matrix, whereas each row represents a quantum or classical bit, each column represents a timestamp in the circuit, and each cell represents a quantum operation performed in the circuit. Given, for example, the QP in Listing 3, one would have to inject the following piece code

```python
from quantum_circuit_to_matrix import q2matrix
q2matrix(qc, output_file_path='example-matrix.csv')
```

and run it to generate the execution matrix. Note that the quantum_circuit_to_matrix module was built by us on top of Qiskit’s API and is part of the QSMELL distribution.

In a nutshell, the module first collects the set of qubits from the qc object’s data and then iterates over all operations performed in each qubit. The execution matrix for the example in Listing 3 is shown below

Once the execution matrix has been generated, to compute, e.g., the LC metric, QSMELL first computes the maximum number of operations in any qubit (any row in the matrix), i.e., six in the execution matrix above. It then computes the maximum number of operations performed simultaneously (in the same timestamp), i.e., five at the seventh timestamp. Finally, the LC metric value is \((1 − 0.03512)6×5 = 0.34\). As this value is lower than the threshold value 0.50 (see Section III-D1), we can say the LC smell is present in Listing 3. Recall that lower values of LC mean the circuit is more prone to be affected by a gate error.

2) Static Analysis: As the information of the quantum backend (see lines 29-31 in Listing 3, for example) is not kept in the quantum circuit object itself, QSMELL performs a static analysis for smell metrics NC and LPQ. It takes a source code .py file and analysis it using Python AST [79]. For instance, to compute the LPQ metric for the example in Listing 3, QSMELL first finds all calls to the transpile method in the program’s under analysis AST and counts how many do not define the initial_layout parameter. As there is one call to the transpile method without the initial_layout parameter being set, the LPQ metric is 1 and therefore, smelly.

### B. Tool Evaluation

We conducted an experimental evaluation on the effectiveness of QSMELL at correctly computing quantum-specific smell metrics and then at detecting them. As no existing dataset contains information for quantum smells, we constructed our validation oracle dataset by applying closed coding [80], where a rater identifies a pre-determined pattern. Other researchers have used this approach while preparing a validation dataset for other code smell detection tools [39, 78].

We start by randomly selecting 10% of the programs collected in Section V-A, i.e., a total of two programs: qsvc and fae. Then two raters (i.e., authors of the paper but not developers of QSMELL) equipped with the (1) definitions of each smell along with its threshold, and (2) the program’s source code and its quantum circuit (draw and execution matrix), manually computed each smell metric and labeled the programs with the smells they exhibit, if any. To ensure an unbiased annotation process, the raters individually labeled programs and discussed their results afterward to reach a consensus. Finally, we also compared the raters’ data against QSMELL output on the same set of programs.

1) Rater A vs. Rater B: Once both raters finished their task, metric values and labels of raters were calculated using the inter-rater reliability Cohen’s Kappa (\(k\)) [81]. Regarding metric values, raters agreed on 95.0% of the values with an inter-rater reliability \(k\) of 0.904, which indicates an almost perfect agreement. There was one disagreement for the ROC smell in both programs. Rater A computed the value 2 for qsvs and the value 5 for fae. Rater B computed the value 1 for qsvs and the value 1 for fae. Raters met and reviewed them together, and for each program, the raters discussed their respective reasoning and the source of disagreement. In this experiment, the root cause of the disagreement was due to whether the first occurrence of the repeated set of operations should be counted as repeated. Both raters agreed that it should not count, i.e., if a set of operations appears three times in the quantum circuit, only two are considered a repetition. This further clarified the ROC’s metric definition and achieved an agreement of 100.0% with an inter-rater reliability \(k\) of 1.00, indicating a perfect agreement. Table IV (top) reports the metric values and labels assigned by human raters for each program per smell. Regarding labels (i.e., whether a program exhibits a code smell), raters agreed on 100.0% of all smells. LC, NC, and ROC are present in fae; LC and ROC are present in qsvs.

2) Rater A/B vs. QSmell: Next, we ran QSMELL on the same set of programs and compared our results against the oracle. Table IV reports the metric values and the labels computed and assigned by QSMELL for each program per smell. Regarding metric values, rater A/B and QSMELL agreed on all values but the NC value for fae, 1 vs. 2. Although there are indeed two calls to the execute method in the fae
program, one is in an if and the other one is the correspondent else. Thus, at runtime, only one would be executed. As the threshold value for the LC metric is 1, such disagreement did not affect QSMELL’s labeling of the LC smell. Regarding labels (i.e., whether a program exhibits a code smell), first, no occurrences of the CG, IM, IQ, and LPQ smells exist in the oracle dataset or QSMELL’s output. Second, QSMELL achieved 100% precision, recall, and F1 on all smells. Such high precision/recall is due to QSMELL’s dynamic analysis, which reliably computes the required data for six out of the eight smells.

V. EMPIRICAL EVALUATION

In this section, we aim to answer the following research question using QSMELL:

**RQ2:** What is the prevalence of quantum-specific code smells in quantum programs?

A. Experimental Subjects

To select representative quantum projects, we started by doing a keyword search using the GitHub search API. We searched for projects with a description containing the word “quantum computing”. We scoped our search to projects written in Python and that use the Qiskit library by searching for projects containing the words “qiskit” and “import qiskit”. This choice was due to two main reasons: (1) Qiskit is one of the most popular quantum frameworks [54] and one of the most frequently used frameworks in research [13, 15, 50, 51, 52, 53], and (2) QSMELL only supports Qiskit’s API. The search procedure returned 628 quantum projects.

Next, we further filtered the projects following the guidelines proposed by Kalliamvakou et al. [82]. Specifically, we selected projects based on two criteria: number of commits in 2022 and number of contributors. 1 We filtered out projects with less than 100 commits in total in 2022, to ensure we only elect projects with sufficient development activity that have not been abandoned or considered inactive [32]. 2 We discarded projects with just one contributor to avoid selecting toy projects or students assignments. The two criteria, when applied, resulted in 21 projects (which can be found in the accompanying supplementary material in subjects/README.md). 3 We manually inspected the 21 projects and discarded those related to documentation, lecture notes, and hardware platforms. We ended up with a total of three projects: qiskit-machine-learning, qiskit-terra, and qiskit-nature, which are umbrella projects containing multiple QPs. 4 We then collected all QPs (15 in total) available in these three projects. The list of the 15 programs and some metrics per program can be found in the accompanying supplementary material in subjects/README.md. On average, the programs have 229 lines of code, 4 qubits, 1 classical bit, and 1130 operations.

B. Experimental Procedure

We first executed QSMELL on 15 of the 17 programs and computed all quantum-specific code smells metrics. Note that two programs were used to evaluate QSMELL’s effectiveness in Section IV-B and therefore discarded from the empirical evaluation. Then, as there is no prior work based on which we could define the thresholds for QPs, we have (1) used the already defined thresholds in Section III for smells CG, ROC, NC, LC, IM, and LPQ; and (2) calculated the median of IdQ and IQ smell metrics on all programs and used that as the threshold of each metric. Finally, for each smell metric, we identified which programs have a smell metric value higher than the threshold as being smelly. Exception for the LC smell metric, where a program has the LC smell when the metric value is lower than the threshold.

C. Results

Table V reports the quantum-specific smells found on all QPs. Overall, at least one smell occurs in 11 out of 15 programs (73.33%), and the ratio of smells in a program is 26.67% (i.e., a program has, on average, 2.13 smells). shor has the highest number of smells (ROC, NC, LC, IdQ, and IQ), ipe and phase_estimation has the lowest number of smells (NC), and no smell was detected on qaoa, qgan, vqad, and vqe. Regarding individual quantum-specific smells, LC occurs in most programs (8), followed by NC and IdQ (7), ROC (6), and IQ (4). The CG, IM, and LPQ do not occur in any program.

1) Occurring code smells: LC code smell is related to the error of physical devices. If the circuit has a high depth or width, then the execution of such circuit could lead to inconclusive results as the total error may be too high. As the survey results suggest (Table II), developers are aware of this smell’s severity. However, it is possible that they have to use a larger number of gates to perform simple operations as no built-in gate exists for the intended purpose. One interesting future research direction would be to analyze frequent co-occurring operations, optimally implement the required gates and offer them as a single built-in gate (similar to the Toffoli gate discussed in Section III-B1).

IdQ and IQ smells were defined due to quantum hardware limitations at keeping qubits in the correct state for long periods of time. Even though developers are aware of their severity, these smells’ prevalence might be explainable by the fact that looking only at the source code, it is hard to realize

---

Table V: Quantum-specific smells. Values highlighted in gray point out the values that are above the threshold for CG, ROC, NC, IM, IdQ, IQ, and LPQ or below the threshold for the LC SMELL, and therefore exhibit the smell.

<table>
<thead>
<tr>
<th>Name</th>
<th>CG</th>
<th>ROC</th>
<th>NC</th>
<th>LC</th>
<th>IM</th>
<th>IdQ</th>
<th>IQ</th>
<th>LPQ</th>
</tr>
</thead>
<tbody>
<tr>
<td>qiskit-machine-learning</td>
<td>gquantum</td>
<td>0</td>
<td>0</td>
<td>0.75</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>qiskit-machine-learning</td>
<td>rpcq</td>
<td>0</td>
<td>2</td>
<td>0.39</td>
<td>0</td>
<td>1</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>qiskit-machine-learning</td>
<td>adaption</td>
<td>vqec</td>
<td>0</td>
<td>7</td>
<td>0.00</td>
<td>0</td>
<td>19</td>
<td>5</td>
</tr>
<tr>
<td>qiskit-machine-learning</td>
<td>geomometry</td>
<td>0</td>
<td>0</td>
<td>0.01</td>
<td>0</td>
<td>19</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>qiskit-machine-learning</td>
<td>qeometry</td>
<td>0</td>
<td>2</td>
<td>0.00</td>
<td>0</td>
<td>821</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>qiskit-terra</td>
<td>groove</td>
<td>0</td>
<td>4</td>
<td>0.22</td>
<td>0</td>
<td>2</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>qiskit-terra</td>
<td>fault</td>
<td>0</td>
<td>0</td>
<td>0.75</td>
<td>0</td>
<td>1</td>
<td>1</td>
<td>0</td>
</tr>
<tr>
<td>qiskit-terra</td>
<td>iae</td>
<td>0</td>
<td>4</td>
<td>3.22</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>qiskit-terra</td>
<td>ipe</td>
<td>0</td>
<td>4</td>
<td>0.96</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>qiskit-terra</td>
<td>istate</td>
<td>0</td>
<td>4.67</td>
<td>0.01</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>qiskit-terra</td>
<td>phase_estimation</td>
<td>0</td>
<td>0</td>
<td>1.96</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>qiskit-terra</td>
<td>qaoa</td>
<td>0</td>
<td>0</td>
<td>0.81</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>qiskit-terra</td>
<td>qshor</td>
<td>0</td>
<td>0</td>
<td>2.00</td>
<td>0</td>
<td>15650</td>
<td>15650</td>
<td>0</td>
</tr>
<tr>
<td>qiskit-terra</td>
<td>vqae</td>
<td>0</td>
<td>0</td>
<td>0.70</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
<tr>
<td>qiskit-terra</td>
<td>vqae</td>
<td>0</td>
<td>0</td>
<td>0.70</td>
<td>0</td>
<td>0</td>
<td>0</td>
<td>0</td>
</tr>
</tbody>
</table>

<table>
<thead>
<tr>
<th>Threshold</th>
<th>1.00</th>
<th>1.00</th>
<th>1.00</th>
<th>1.00</th>
<th>1.00</th>
<th>1.00</th>
<th>1.00</th>
<th>1.00</th>
</tr>
</thead>
<tbody>
<tr>
<td>Average</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
<td>0.00</td>
</tr>
</tbody>
</table>
how long any qubit is idle. Thus, having the circuit depicted (e.g., directly in the IDE) might help alleviate this situation.

We hypothesize that one reason for the prevalence of the ROC smell could be due to the lack of developer knowledge regarding the built-in repeat operator and the negative consequence ROC has in the circuit’s performance. Most, Qiskit online tutorials [83], experimental examples [84, 85], and books [86] do not mention the repeat operator.

2) Non-occurring code smells: We hypothesize that built-in gates have been available for the developers’ needs and, therefore, the usage of customized gates has not been required by developers to implement their programs. The survey results also suggest that CG is the least severe smell.

Due to the lack of access to physical quantum computers, developers still execute their QPs mostly on simulators which do not require an alignment between logical and physical qubits. This can be one of the likely reasons for not finding any occurrence of the LPQ smell. As the technology becomes more mature and quantum computing resources become more available, this smell will become frequent and critical.

VI. IMPLICATIONS

The study performed in this paper is a call for action for the community to proactively (1) investigate code smells tailored for QPs, (2) develop novel tools to assist developers in detecting quantum-specific code smells, and (3) train developers. We list some implications of our study below.

1) Further studies: Although our results show that QPs have a wide variety and prevalence of code smells, only one study investigated code smells in QC [31]. Nevertheless, our findings show the uniqueness, prevalence, and perceived severity of code smells from the developer’s perspective. Thus, we encourage others to investigate further code smells specially tailored for QPs that explore other quantum properties not explored by our set of smells.

2) Tools: Some code smells are easier to identify in a quantum circuit drawing than in the source code (e.g., ROC). Thus, we foresee a system where developers can directly write source code and/or manipulate a quantum circuit, which would help developers at writing smell-free programs.

3) Training: The variety and prevalence of code smells in QPs illustrate the importance of educating developers about code smells. Educators can illustrate design principles by showing well-designed programs and those that exhibit code smells (as we have done in Sections III-B to III-D). Developers must also educate themselves about the types of code smells that may occur in QPs and how to mitigate them. Or even better, being conscious about code smells when programming in the first place and avoiding them altogether.

VI. THREATS TO VALIDITY

Our study, like any other empirical research, has its risks. We have taken all reasonable steps to mitigate the effect of potential threats, which are described in detail below.

1) Threats to construct validity: There is a threat that participants might have misunderstood the survey’s questions. To mitigate it, we conducted pilot studies with developers with different experience levels and updated the questions based on their feedback. Another threat is the detection of specific smells procedure as identifying whether a smell occurs in a piece of code relies on threshold values. For smells CG, ROC, NC, LC, IM, and LPQ, we have identified a threshold value based on our experience. Although this might sound biased, the (median) results reported in Table V corroborate our choices. The threshold value for smells IdQ and IQ were identified using empirical analysis (described in Section V-B). It is, however, possible that these thresholds would be different for a different set of programs.

2) Threats to internal validity: The manual analysis used to map QC best practices to code smells could have introduced unintentional bias. Three authors individually did the best practices to code smells mapping to minimize this threat and discussed it with the other two authors until a consensus was reached. We then surveyed 35 quantum developers to validate our mapping and the definition of code smells. To assess QSMELL’s effectiveness, we followed a similar procedure. Two authors of the paper built an oracle dataset and evaluated QSMELL’s output against the oracle. To address any threat to the internal validity, QSMELL’s source code and R source code (developed to perform the statistical analysis) were reviewed by two authors of the paper.

3) Threats to external validity: We conducted our empirical evaluation on 15 open-source QPs from GitHub. Although we believe we selected the largest and most diverse set of open-source QPs, our results might be different on other programs, e.g., industrial quantum programs. Moreover, during empirical evaluation, we could not compare QSMELL with any other tool since there exists no other code smell detection tool for QPs.

VIII. CONCLUSIONS AND FUTURE WORK

In this paper, we studied the prevalence of code smells in QPs. We first derived eight quantum-specific smells, primarily inherited from the advocated QC programming practices, that may negatively affect the maintainability and quality of QPs. We developed QSMELL, the first tool to detect smells in QPs.

Experiments on a set of 15 real-world QPs showed that smells are prevalent in QC code: 11 programs (73.33%) contain at least one code smell, and, on average, programs have three code smells. Results also showed that LC is the most prevalent code smell in 53.33% of the programs.

The results reported in this paper lay the foundation for our future work. We plan to explore the evolution of the quantum-specific code smells and their effect on QPs’ overall quality. Furthermore, we plan to run a user study on the usage of QSMELL and extend QSMELL to support other quantum frameworks (e.g., Cirq).

Data Availability: All the research artifacts (i.e., tools, scripts, and data) of this study are available in the accompanying supplementary material (on hotcrp) and will be available on GitHub/Zenodo upon acceptance.
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